Implementation of Progressive Web App on Dropship Data Management Application to Anticipate Product Order Errors
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Abstract
Digital business trends during the COVID-19 pandemic have increased. One of the digital businesses that can be run during a pandemic, one of which is the dropship business, has a fairly low risk because it does not require large capital and infrastructure preparation. Dropship data management without a data management system can make it difficult for drop shippers to manage and view customer, product, and supplier data. Besides that, without a data management system, it is very likely that the drop shipper will make an error in ordering and shipping the product. This research will discuss the creation of a data management application for drop shipping to cover dropship data management problems. The developed application will be web-based using a Progressive Web App (PWA) so that it can have better performance with a cache and a display that resembles a mobile application.
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INTRODUCTION
The mobile market is so broad as its users grow; in Indonesia alone, internet users will reach 202 million in 2021, with a total smartphone user count of 98% compared to 74% of computer or laptop device users. Of the many mobile device users, it can be taken that the average use is for 5 hours a day; this is the underlying reason for many companies with their digital products to enter the mobile device user market. The platforms used for software development can generally be divided into three main categories: desktop, mobile, and web. Each of these platforms has different operating systems and different programming languages for application development. On mobile platforms such as the Android operating system, application development can use the Java or Kotlin programming languages, while those on the iOS operating system can use the Swift or Objective-C programming languages (Native, web, or Hybrid apps). What's The Difference? n.d. Because mobile applications developed using native methods require larger resources, special skills and tools are needed to create native applications, which will have an impact on costs and development time. The development of applications that can be accessed by various platforms, or cross-platform applications, provides savings on application development costs, speeds up development time, and expands application distribution to users because these applications use the same programming language (single codebase).

One solution that can be used to create mobile applications, among others, is to develop web applications with Progressive Web App (PWA). By using PWA, developers can develop applications that can be accessed on various devices using only one codebase, namely HTML, CSS, and Javascript. Making applications using mobile web apps with PWA also tends to be lighter, and application results can be published or accessed on various devices other than smartphones. To provide an experience resembling a native mobile application, the web application must use a Service Worker. These service workers can provide the ability for our web applications to be accessed offline, perform work or retrieve data when the application is not opened, provide notifications, and allow devices to install the web application.
application. PWA has several advantages compared to other mobile application development methods, namely Hybrid (Cordova/PhoneGap) and Interpreted (React Native). This was done by Andreas in his research by comparing metrics on the results of application testing. This comparison shows that PWA has a smaller size, which is only 104KB. Apart from the size of the application, Andreas also compared the performance that can be achieved in these applications, where PWA can be accessed the fastest with a launch time of only 230 ms. To carry out the implementation and see the test results from using PWA, the author uses one of the problem objects, namely application development, to answer the solutions faced by the author when carrying out the dropship business process.

The author runs a digital business by adopting the dropship business model. This business model was chosen because it makes it easy for students like writers to run a digital business. This business model was chosen by the author because of limited capital and direct product access to producers or product owners. Dropship makes it easier for business people, such as students, who have minimal capital, because the dropship business model does not require a lot of capital to stock goods and support facilities such as warehouses. The author conducted interviews with one of the dropshipper actors and observed directly by doing drop shipping that there were several operational problems in running the business. These problems included: (1) the running business does not use a database that can make it easier to record incoming orders and ongoing orders processed, so that multiple orders often occur; (2) customers cannot see customer data and purchase history in one centralized application; and (3) there are difficulties finding goods for sale because there is no data recording related to products and suppliers who provide products. This research is expected to be able to answer these problems. The authors will try to make a prototype of a dropship data management application. The application will implement a Progressive Web App so that it can see how well PWA performs and the results of this implementation as an alternative to developing mobile applications.

METHOD

Data and information collection were carried out in this study to ensure that the research was relevant and achieved the stated goals. This study uses two approaches to data collection methods: literature study, observation, and interviews. The method used for system development is Rapid Application Development (RAD). This method is used because it has an easy and short development flow, making it suitable for developing applications for testing purposes or not being final. The following is an explanation of the phases carried out in developing CRUD applications for dropship management using RAD: Researchers search for data and information relevant to the dropship system. Information is obtained through various library sources and direct observation of drop shipping practices. This information is then identified as a reference for the system design. The results of the identification of needs carried out in the previous phase are translated into the system through this stage. At this stage, the design of system processes, databases, and system displays is carried out. This process also designs how the application flow will run and how service workers will work. In this implementation phase, application development is carried out based on the system design made previously, and then the application is tested to determine the suitability and size of the resulting application.

RESULT AND DISCUSSION

Black-box testing is done by the author by accessing previously implemented applications. The purpose of this test is to ensure that existing applications can be run and that all existing functions can run according to the expected results. Testing using Lighthouse is carried out on applications that run locally; these tools can be accessed on Chrome devtools. These tools will analyze previously developed websites and provide performance data results for progressive web apps, accessibility, best practices, and SEO. There is data generated by Lighthouse Tools; the data consists of several metrics. These metrics are represented by scale values with values 0–100 and 0–9 in the Progressive Web App metric. The scale recorded on performance, accessibility, best practices, and SEO has a score scale ranging from 0 to 100. The value of this score has several levels, which are also represented by color. Scores ranging from 0 to 49, which are marked in red, indicate that the application has poor performance; scores 50–89 are marked in yellow, indicating that the application has sufficient performance; and scores 90–100 are marked in green, indicating that the application has good performance.
performance. This metric will be measured by Lighthouse to see the speed of the application when it is accessed. This metric is accumulated from seven sub-metrics whose weights have been determined by the lighthouse tools themselves. In the previous measurement results with three scenarios, it was found that there was an increase in performance, with the highest score obtained with the scenario where the application was run offline and used a cache of 61/100. These results are in accordance with the results of previous research that explained the effect of PWA on web application development: an increase in performance from originally taking 1769 milliseconds to 85 milliseconds. This is because the files needed by the application are already cached so as to minimize the load time and render time of the application. A more detailed explanation regarding the results of the performance metrics can be seen in each sub-metric, as follows: There has been a decrease in load and rendering times in applications developed using cache and PWA by up to 2x. The first contentful measure of itself is how much time it takes for the content in the DOM (Document Object Model) to be rendered and seen by the user. This sub-metric weighs 10% and is recommended to have a load time of under 1.8 seconds, according to Google. The results obtained in this sub-metric explain how fast it takes for the content to appear as a whole on the user's screen. This sub-metric weighs 10%, and it is recommended that the application tested get results of less than 4.3 seconds on the speed index metric test. Similar tests were carried out, showing an increase in the speed of load time for content in web applications that use PWA. The test results with the PWA show a performance difference of 24% against the speed index test.

The largest contentful paint on the performance test metric has a weight of 25%. This sub-metric is similar to the first content paint sub-metric, except that it measures how quickly the main content loads onto the user's screen. The main content referred to in this sub-metric is content in the form of images, videos, and DOM components that have text in them. It is recommended that this sub-metric have a load score of less than 4 seconds. Using PWA and cache can provide much better performance. This is because the images needed by the application are already stored on the device, so the application does not need to re-request and wait for a response from the server. Time to interactive has a weight of 10% on the performance metric; the recommended time limit for applications to be able to fully interact is less than 7.3 seconds. This metric can be measured by how long the initial content can appear (the first contentful paint) and how the application can respond to user interactions. The total blocking time sub-metric has the highest weight among the other performance sub-metrics, namely 30%. This metric measures how long the application is unable to respond to interactions from the user. It is recommended that this sub-metric have a score of less than 600 milliseconds. Every website development project has standard guidelines that help website application developers avoid some of the common mistakes that often occur in application development. In Best Practices, Lighthouse will check or audit the following description of the Best Practices test results: SEO (Search Engine Optimization) This metric measures how well our application can be found and seen by search engines. This sub-metric measures how well the application can be accessed by users with disabilities. PWA metrics on Lighthouse perform audit checks to ensure that the website application meets aspects of the Progressive Web App.

In this sub-chapter, a network test is carried out using the tools available in the Microsoft Edge browser. This test is carried out to find out how fast and how much data is downloaded by users. Testing is carried out using several test scenarios, including: In the first scenario, the application is opened for the first time when the service worker and cache are not yet available. The first time the application was run in cache and network services were not yet available, it made 122 requests, sending 6.1kb of data and receiving 3.8 mb of data from the client. Application access can be completed in 1.24 seconds, and the rendering process takes 622 milliseconds. The second scenario is carried out in conditions where the application has already been run before. The application already has a running service worker and cache; with a cache and service worker, it is hoped that the application can run better. Here are the test results for the second scenario: The performance obtained is much better than before using service workers and caches. As can be seen in the image above, the application only made 102 requests, but there was an increase in the data transferred, which was 5.7kb. Other than that, the application can be finished loading within 1 second, which is 0.24 seconds faster than the start of the application. Render time is also faster, at around 577 milliseconds. In this second scenario, the assets needed by the application have been stored in the application. The third scenario is carried out to find out the difference in performance when the service worker is not using cache but is still running.

So that the application does not use the cache, there are several ways that can be done, namely by disabling the cache in devtools or deleting the application cache. The application tries to send requests...
as large as in the first scenario; in the results of this third scenario, the application makes 119 requests and sends 1.1 MB of data. Application data has increased from 3.8 MB to 5.5 MB, and besides that, the application takes 1.96 seconds to load and 760 milliseconds to render. In the fourth scenario, the application will be accessed in the same conditions as in the second scenario, but there are differences in the network's ability to access the application. The network to be used is a 3G network; this is done to see how fast the application can be accessed in unstable or bad network conditions. According to the results of the fourth scenario test on a slow network, the application still makes 115 requests and sends 1.7kb of data. The application can render in 525 milliseconds and takes 2.93 seconds to load. When compared to the third scenario, the rendering time is somewhat faster because assets such as images and static files are taken from the cache, so the network has no effect on the speed of the application to be accessed. But on a slow network, the load time may take longer.

In this scenario, it is done to see how well the application can be accessed when not using a network; this can also prove whether a web application using a Progressive Web App can be run without using a network. To turn off the network, we can disconnect the network from the device or use the offline option in devtools. The following is the result of the fifth scenario test when accessing the application when it is not connected to the internet. The application can still be accessed in conditions without a network; there are 117 requests and 1.3kb of data that the application is trying to send. Because the application is not connected to the internet network, the request will automatically fail, but here the service worker will handle the request and retrieve data from the cache. As seen in the test results of the fifth scenario, the application can render and load faster than the previous scenario. This is because the application does not wait for a response from the server, but the service worker directly diverts requests and returns responses from local storage. Web-based applications using Progressive Web Apps and cache can provide increased access performance, and applications no longer require a network to run.

The result of implementing the application display is to display the Register page. On this page, new users can register their accounts before getting access to the application. New users need to fill out several data forms, such as store name, store location, email, and password. After all the fields are filled in, the user needs to send the data by pressing the "Create Account" button. After having an account or just registering an account, you will be directed to the "Login" page to verify before entering the main application. This page will reappear if the user logs out of the application. After filling in the account data form, the user needs to press the "Login" button. If the account is successfully verified, it will be redirected to the "Home" page, and if the account cannot be verified, an error statement will appear. Then the application will display the "Home" page; this page will appear every time the user accesses the application as long as the account data is still stored on the device. On this page, we can see or quickly access the menu in the application.

It is recommended for users to create supplier data first. To access the "Supplier" page, there is a navigation menu available under the application; users can select the menu marked "Store" or access it quickly via the "Supplier" menu on the icon menu below the data dashboard. After entering the "Store" page, select the "Supplier" menu below. There are two options, namely "Customer" and "Supplier". Users can see a list of suppliers that have been recorded in the application. To add new supplier data, we can press the button with a person's image next to the supplier search column. There are several columns that need to be filled in by the user to add supplier data. Supplier data is needed before making products and orders. The "Customer" page will display a list of customers who have made order transactions at the user's store. In addition to displaying a list of customer names, there is data on how many orders the customer has placed before. Furthermore, to add new customers, users can press the button with the person icon next to the search field. As on the Customer and Supplier pages, on the "Product" page, users can see a list of products marketed by users (drop shippers). The product column displays brief information about the product and contains a product photo (if any). To add a new product, you can do it by pressing the plus button next to the search field. On the "Orders" page, users can see a list of incoming and completed orders. There are several statuses that exist for each order. The order list will display order-related information such as the customer, the total order price, and the date the order was made. For further information, see the "Order Details" page, where complete information regarding orders can be seen, including order status, delivery data, customer data, supplier data, and products in the order. To change the order status, the user can click on the "Confirm" button. The "Confirm" button will ask the user to confirm that the order has made the order or delivery process as stated in the application. After the order has been processed and sent by the supplier, the user (drop shippers)
shipper) needs to enter a receipt that matches the receipt provided by the supplier or expeditionary party. Orders that have been entered as receipts will automatically change the order status to "Shipping". After the order is completed or has arrived at the buyer, the user can confirm that the order has been completed by pressing the "Confirm" button; thus, the order will be considered complete, and the completed order data will automatically be recorded in the data dashboard. On this page, the user can view information about their account. This data includes profile photos, store names, store locations, and store links. At the beginning of creating an account, the profile photo and shop link are not available, so they need to be filled in first. Also on this page, users can remove their account from the dropship management application. After exiting, the application will delete the data stored on the device.

CONCLUSION
Progressive web apps can be used as an alternative to making mobile applications. The use of PWA in web applications can increase performance and provide the ability for applications to be accessed in conditions without an internet network. Drop shippers can be helped by this data management application, so that data such as orders, products, customers, and suppliers can be stored neatly using the application. In addition, the drop shipper can also find out the progress of each order. The use of PWA and VueJS gives a display resembling the appearance of a mobile application. The Progressive Web App has many features that can be implemented; it is hoped that similar research can discuss all the features in the Progressive Web App. The dropship management application developed is still limited to one single actor and is still ineffective for commercial use; it needs integration with online stores and delivery service providers. Web applications that use the Progressive Web App can be used as APKS; it is hoped that, with further research, these PWA-based applications can be presented on the Google Play Store.
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